C. Kefa and Park

time limit per test

2 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

Kefa decided to celebrate his first big salary by going to the restaurant.

He lives by an unusual park. The park is a rooted tree consisting of *n* vertices with the root at vertex 1. Vertex 1 also contains Kefa's house. Unfortunaely for our hero, the park also contains cats. Kefa has already found out what are the vertices with cats in them.

The leaf vertices of the park contain restaurants. Kefa wants to choose a restaurant where he will go, but unfortunately he is very afraid of cats, so there is no way he will go to the restaurant if the path from the restaurant to his house contains more than *m* **consecutive** vertices with cats.

Your task is to help Kefa count the number of restaurants where he can go.

**Input**

The first line contains two integers, *n* and *m* (2 ≤ *n* ≤ 105, 1 ≤ *m* ≤ *n*) — the number of vertices of the tree and the maximum number of consecutive vertices with cats that is still ok for Kefa.

The second line contains *n* integers *a*1, *a*2, ..., *an*, where each *ai* either equals to 0 (then vertex*i* has no cat), or equals to 1 (then vertex *i* has a cat).

Next *n* - 1 lines contains the edges of the tree in the format "*xi* *yi*" (without the quotes) (1 ≤ *xi*, *yi* ≤ *n*, *xi* ≠ *yi*), where *xi* and *yi* are the vertices of the tree, connected by an edge.

It is guaranteed that the given set of edges specifies a tree.

**Output**

A single integer — the number of distinct leaves of a tree the path to which from Kefa's home contains at most *m* consecutive vertices with cats.

**Examples**

**input**

4 1  
1 1 0 0  
1 2  
1 3  
1 4

**output**

2

**input**

7 1  
1 0 1 1 0 0 0  
1 2  
1 3  
2 4  
2 5  
3 6  
3 7

**output**

2

**Note**

Let us remind you that a *tree* is a connected graph on *n* vertices and *n* - 1 edge. A *rooted* tree is a tree with a special vertex called *root*. In a rooted tree among any two vertices connected by an edge, one vertex is a parent (the one closer to the root), and the other one is a child. A vertex is called a *leaf*, if it has no children.

Note to the first sample test:![http://codeforces.com/predownloaded/7c/ba/7cba19513c4c8e1265f7a9bd1fa0e21ddbcc2674.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAOMAAAC6CAYAAABcD/pzAAAGrUlEQVR42u3d23FaSxAFUALxp6MgIOIhGpIhBseA7y0bCckSz3l096xdRZX9IXTo6dVzOCDYnEQkRDZKIAKjiMAoAqOIwCgCozyyIJvNzZvAKJPwwQmjBEcIJYwSDGEPlIfd3/vb7k9HywYjhDNQHk67y/uBEcZVIf768fPmrRvIw+7f+4ARxpUg3gPwFZj35Ljfvv/M7vD+fxhhXAHiKwhbo/yDb/ffSeonnDDCWBliS4SPoHwkMMIIYhCQMMIIYhCQMMIIYhCQMMJYEuMMiLdAwggjiElAwghjKYwRIF4DCSOMdsUEuyOMMNoVg+yOMMJoVwyyO8IIo11x0u744b2pV267gzWHEUYYYZTqGH1KAIwgJnmZQ2CEEUYYBUaBEUYYYRQYBUYYYRQYYYQRRhhhFBhhhBFGIL0DR2CE0a4II4wwCozzMFb4e0aB0e5oV4RRau+OdkUY7Y4wCox2RxBhBLLAJ4oLjCUxZvyuDYERyCBfniowAjkIIpAwLo9x5jcXAwkjiANQPoMQSBhBbIjyUWxAwghiQ5iv7nhAwrgkxNZYW516AgnjkhB77KAtMAEJ47IQR6Ac+RgExvQQW6OM8lgExrQQX4GZ5TEJjOkg3vu7qjw2gTFVs85AASSMIAbBCCSMIAbCCCSMIAbCCCSMIAbCCCSMIAbCCCSMy0OMhBFIGJdvumiNDySMyzZbxKYHEsYlmyxqwwMJ43LNFbnZgYRxqaaK3uhAwrhMM2VociBhXKKJsjQ4kDCWb55MzQ0kjKWbJltjAwlj2WbJ2NRAwliySbI2NJAwlmuOzM0MJIylmiJ7IwMJY5lmqNDEQMJYogmqNDCQC2OssviVmhfIBTFWWvRqjQvkQhirLXbFpgVyAYwVF7lqwwJZGGPVxa3crEAWxFh5Uas3KpCFMFZfzBWaFMgCGFdYxFUaFMjEGFdZvJWaE8iEGFdatNUac3WQG4sFozWG0SLBaK2zYWyyOIfdFz+/Pe2PMAK5IMZrBf6u0K8vyuG0u/E7t8FEPlOnZvlyaG1OuwOQqTHe01TP3u7OcX/a/v8z/3TTJdK5O+TQerwwtDYTRN7zmKcOrw9z7LVabbIhbFrYM9RJu2Oo2nw7tI6n/Xbu0ArdQ9+dUczG2Bth+yK+N9pIjPnq9L5rzjqlj12nc322p91uOxfjiObqU8SxGNWp5vA67rdvtTn/ewrGRx7wrx8/b96GNtrbaWr/06/Wj6tqndINr3NttvvT8QLmcIytAL4Cs8kT7r+FzHp1tOv9XzwXinoqP294vZ8xnO1NwdgT4RCUb03Wd9qPfG73ep0uL9bMez02y/D6Ct5wjKMQPoIy4gWJWZfa22Mc91pjnuF17qHd6XADaDeMsyC2A3nxelrH7pr9mle73/8RqOH18SnO53oMwzgb4usg14DY4zjemuzTTrDk8Do/xfniWsMQjFEgPg/yAmLHCzbR3sLV49S+9RzLNbzOZwpfP4+einEGxFsgZ0G8VqeZiYwx3fC6eNfWfbf7L35tskK8H+TFc54FITY7trerz21PU9MNr4gYI0C8BvLfJmpXtEfqFCnXju/PBYkbp16Nn2tXHF5dT1Mj74p37Y6DMGb4U59rx/gB3He3xmcWmYdXGIyRIN61OwZduHgN9t2fUbV/0T/78BqOMcOu+PjFnLWeK0Y91hrDazLGiBBn746+ntzwavK7YITRKX2M4y2PccRCV2iukccM44MYs0GctTtm/bAkGOMNLxhhdEof5Lhh1FwwwggjjOoFo+aCEUYYYVQvGDUXjDDCCKN6wQgjjBUwZgTpHTjPHy+MMHpv6kK7ouEFo+aCMcXx+nvG5Kd9GY8VxicwZtodNVie4zS8GmJM9Rk4GizkMRpeT2DMsDv6KIkaGFev1wKfm6rBoh4bjE9gjAqy7qd3rzEkDK/GGPN818bcRcz/XRuGV/ff22phQYwHIHqdDK8XMEYAmaHBIjRZljoZXi9gnAly5LfaZl7cbHUyvDph7IGy93e8z0IR62uxDa+UGEehvPdrt6Kn92NQpxrDazPiAT0C85H7y5TWj6tqnVYeXpvRjdbqljHqZHh1xziy2SpEnQyv7hh7F7Fa1Mnw6o6xZRFXiDoZXt0xrnLBQZ0Mr1QYRQwvGEVyDBYlEIFRRGAUgVFEYBSBUURgFIFRRGAUgVFEYBSBUURgFIFRRGAUgVFEYBSBUURgFIFRRGAUgVFEYBQRGEVgFBEYRWAUERhFYBQRGEVgFBEYRWAUERhFYBQRGEVgFBEYRWAUERhFFstv39XgnFtSDp0AAAAASUVORK5CYII=)The vertices containing cats are marked red. The restaurants are at vertices 2, 3, 4. Kefa can't go only to the restaurant located at vertex 2.

Note to the second sample test:![http://codeforces.com/predownloaded/94/e9/94e9a5f2dca010a79fe7a895541d3b3fc8ac84c5.png](data:image/png;base64,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)The restaurants are located at vertices 4, 5, 6, 7. Kefa can't go to restaurants 6, 7.

这道题进入了一个逻辑陷阱……我把里面的edge当成了有向边，结果这个是无向的……然后就思考在读入一个无向图以后怎么把这个无向图变成一个有向的树……但是最后发现的确只需要改一下判断的条件，将叶节点的判断条件从child数组为empty变成没有可以去的节点就可以了……

把大象放进冰箱要几个步骤？

三步，一，打开冰箱，二，放进大象，三，关上门

#include<iostream>

#include<vector>

#define MAX 1000

using namespace std;

struct tree

{

int id;

vector<tree\*>child;

};

vector<int>cat;

vector<tree\*>store;

vector<int>vst;

int vertic\_num, cat\_toler;

int cnt = 0;

void dfs(int index, int current\_cat)

{

vst[index] = 1;

if (cat[index])

current\_cat += cat[index];

else

current\_cat = 0;

if (current\_cat > cat\_toler)

return;

int flag = 0;

for (int i = 0; i < store[index]->child.size(); i++)

{

if (!vst[store[index]->child[i]->id])

{

flag = 1;

dfs(store[index]->child[i]->id, current\_cat);

}

}

if (!flag)

{

cnt++;

}

}

int main()

{

cin >> vertic\_num >> cat\_toler;

cat.resize(vertic\_num);

store.resize(vertic\_num);

vst.resize(vertic\_num,0);

for (int i = 0; i < vertic\_num; i++)

{

store[i] = new tree;

store[i]->id = i;

}

for (int i = 0; i < vertic\_num; i++)

{

cin >> cat[i];

}

for (int i = 1; i < vertic\_num; i++)

{

int father, son;

cin >> father >> son;

store[--father]->child.push\_back(store[--son]);

store[son]->child.push\_back(store[father]);

}

dfs(0, 0);

cout << cnt;

}